# DEVELOP PEAS DESCRIPTION FOR GIVEN AI TASKS

EXPT NO: 1

### AIM:

To develop PEAS description for given AI Tasks.

ALGORITHM:

PEAS stand for a performance measure, environment, Actuator, Sensor.

Performance Measure:

Performance measure is the unit to define the success of an agent. Performance varies with agents based on their different precepts.

Environment:

Environment is the surrounding of an agent at every instant. It keeps changing with time if the agent is set in motion. There are 5 major types of environments.

* Fully observable and partially observable.
* Episodic and sequential.
* Static and Dynamic.
* Discrete and Continuous.
* Deterministic and stochastic.

Actuator:

An actuator is a part of the agent that delivers the output of action to the environment.

Sensor:

Sensors are the receptive part of an agents that takes in the input for the agent.

PROGRAM:

import java.util.Scanner;

public class ChatBot {

String[][] chatBot = {

{"hi", "hello", "hola", "ola", "howdy"},

{"hi", "hello", "hey"},

{"how are you", "how r you", "how r u", "how are u"},

{"good", "doing well"},

{"yes"},

{"no", "NO", "NO!!!!!!!"},

{"good", "bye", "I am not supposed to say"}

};

ChatBot() {

Scanner in = new Scanner(System.in);

while (true) {

System.out.print("You: ");

String quote = in.nextLine();

if (quote.equals("exit") || quote.isEmpty()) {

System.out.println("Bye...");

break;

}

System.out.print("Bot: ");

while (

quote.charAt(quote.length() - 1) == '!' ||

quote.charAt(quote.length() - 1) == '.' ||

quote.charAt(quote.length() - 1) == '?'

) {

quote = quote.substring(0, quote.length() - 1);

}

byte response = 0;

int j = 0;

while (response == 0) {

if (inArray(quote.toLowerCase(), chatBot[j \* 2])) {

response = 2;

int r = (int) Math.floor(Math.random() \* chatBot[(j \* 2) + 1].length);

System.out.print(chatBot[(j \* 2) + 1][r]);

}

j++;

if (j \* 2 == chatBot.length - 1 && response == 0) {

response = 1;

}

}

if (response == 1) {

int r = (int) Math.floor(Math.random() \* chatBot[chatBot.length - 1].length);

System.out.print(chatBot[chatBot.length - 1][r]);

}

System.out.println();

}

}

public static void main(String[] args) {

new ChatBot();

}

public boolean inArray(String in, String[] str) {

for (String s : str) if (s.equals(in)) return true;

return false;

}

OUTPUT:
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RESULT:

Thus the program to develop PEAS description for given AI Tasks.

# DEPTH FIRST SEARCH

EXPT NO: 2a

### AIM:

To write a code to perform depth first search using Depth first search algorithm.

ALGORITHM:

Step 1: Create a class graph for representing directional graph.

Step 2: Call a function add edges to the graph.

Step 3: Mark all not visited vertices.

Step 4: Call helper function point DFS.

Step 5: End.

PROGRAM:

import java.util.\*;

class DFS {

private final int V;

private final LinkedList<Integer>[] adj;

@SuppressWarnings("unchecked")

DFS(int v) {

V = v;

adj = new LinkedList[v];

for (int i = 0; i < v; ++i)

adj[i] = new LinkedList();

}

public static void main(String[] args) {

DFS g = new DFS(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

System.out.println("Following is Depth First Traversal");

g.DFS();

}

void addEdge(int v, int w) {

adj[v].add(w);

}

void DFSUtil(int v, boolean[] visited) {

visited[v] = true;

System.out.print(v + " ");

for (int n : adj[v]) {

if (!visited[n])

DFSUtil(n, visited);

}

}

void DFS() {

boolean[] visited = new boolean[V];

for (int i = 0; i < V; ++i)

if (!visited[i])

DFSUtil(i, visited);

}

}

OUTPUT:
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RESULT:

Thus the java program for implementing using DFS is successfully executed.

# BREADTH FIRST SEARCH

EXPT NO: 2b

### AIM:

To write a java program to print the BFS traversal from the given source vertex.

ALGORITHM:

Step 1: Create a class graph for representing directed graph.

Step 2: Create a constructor.

Step 3: Call a function to add an edge into the graph.

Step 4: Make all the vertices as not visited.

Step 5: Create a queue for BFS.

Step 6: Make the current node as visited and enqueue it.

Step 7: Print statement.

Step 8: End.

PROGRAM:

import java.util.\*;

class BFS {

private final int V;

private final LinkedList<Integer>[] adj;

@SuppressWarnings("unchecked")

BFS(int v) {

V = v;

adj = new LinkedList[v];

for (int i = 0; i < v; ++i) adj[i] = new LinkedList();

}

public static void main(String[] args) {

BFS g = new BFS(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

System.out.println("Following is Breadth First Traversal (starting from vertex 2)");

g.BFS(2);

}

void addEdge(int v, int w) {

adj[v].add(w);

}

void BFS(int s) {

boolean[] visited = new boolean[V];

LinkedList<Integer> queue = new LinkedList<Integer>();

visited[s] = true;

queue.add(s);

while (queue.size() != 0) {

s = queue.poll();

System.out.print(s + " ");

for (int n : adj[s]) {

if (!visited[n]) {

visited[n] = true;

queue.add(n);

}

}

}

}

}

OUTPUT:

![](data:image/png;base64,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)

RESULT:

Thus the java program for implementing and executing BFS is executed successfully.

# IMPLEMENT A\* AND MEMORY BOUNDED A\* ALGORITHMS

EXPT NO: 3

### AIM:

To implement A\* and memory bounded A\*algorithms.

ALGORITHM:

We create two lists – Open list and closed list.

//A\* Search Algorithm.

1. Initialize the open list
2. Initialize the closed list

Put the starting mode on the open list (you can leave its f at zero)

1. While the open list is not empty
2. Find the node with the least F on the open list, call it “q”.
3. Pop q off the open list.
4. Generate q’s 8 successors and set their parents to q.
5. For each successor.

If successor is the goal, stop search.

else, compute both g and h for successor.

Successor. g = q. g + distance between successor and q.

Successor. h = distance from goal to successor.

Successor. f = successor. g + successor. h

If a node with same position as successor is in the OPEN list which has a lower f than successor, skip this successor.

If a node with same position as successor is in the CLOSED list which has a lower f than successor, skip this successor otherwise. Add the node to the open list end (for loop).

Push q on the closed list end (while loop).

PROGRAM:

import java.util.\*;

public class AstarSearchAlgo {

public static void main(String[] args) {

Node n1 = new Node("Arad", 366);

Node n2 = new Node("Zerind", 374);

Node n3 = new Node("Oradea", 380);

Node n4 = new Node("Sibiu", 253);

Node n5 = new Node("Fagaras", 178);

Node n6 = new Node("Rimnicu Vilcea", 193);

Node n7 = new Node("Pitesti", 98);

Node n8 = new Node("Timisoara", 329);

Node n9 = new Node("Lugoj", 244);

Node n10 = new Node("Mehadia", 241);

Node n11 = new Node("Drobeta", 242);

Node n12 = new Node("Craiova", 160);

Node n13 = new Node("Bucharest", 0);

Node n14 = new Node("Giurgiu", 77);

n1.adjacencies = new Edge[]{

new Edge(n2, 75),

new Edge(n4, 140),

new Edge(n8, 118)

};

n2.adjacencies = new Edge[]{

new Edge(n1, 75),

new Edge(n3, 71)

};

n3.adjacencies = new Edge[]{

new Edge(n2, 71),

new Edge(n4, 151)

};

n4.adjacencies = new Edge[]{

new Edge(n1, 140),

new Edge(n5, 99),

new Edge(n3, 151),

new Edge(n6, 80),

};

n5.adjacencies = new Edge[]{

new Edge(n4, 99),

new Edge(n13, 211)

};

n6.adjacencies = new Edge[]{

new Edge(n4, 80),

new Edge(n7, 97),

new Edge(n12, 146)

};

n7.adjacencies = new Edge[]{

new Edge(n6, 97),

new Edge(n13, 101),

new Edge(n12, 138)

};

n8.adjacencies = new Edge[]{

new Edge(n1, 118),

new Edge(n9, 111)

};

n9.adjacencies = new Edge[]{

new Edge(n8, 111),

new Edge(n10, 70)

};

n10.adjacencies = new Edge[]{

new Edge(n9, 70),

new Edge(n11, 75)

};

n11.adjacencies = new Edge[]{

new Edge(n10, 75),

new Edge(n12, 120)

};

n12.adjacencies = new Edge[]{

new Edge(n11, 120),

new Edge(n6, 146),

new Edge(n7, 138)

};

n13.adjacencies = new Edge[]{

new Edge(n7, 101),

new Edge(n14, 90),

new Edge(n5, 211)

};

n14.adjacencies = new Edge[]{

new Edge(n13, 90)

};

AstarSearch(n1, n13);

List<Node> path = printPath(n13);

System.out.println("Path: " + path);

}

public static List<Node> printPath(Node target) {

List<Node> path = new ArrayList<>();

for (Node node = target; node != null; node = node.parent) {

path.add(node);

}

Collections.reverse(path);

return path;

}

public static void AstarSearch(Node source, Node goal) {

Set<Node> explored = new HashSet<>();

PriorityQueue<Node> queue = new PriorityQueue<>(20,

Comparator.comparingDouble(i -> i.f\_scores)

);

source.g\_scores = 0;

queue.add(source);

boolean found = false;

while ((!queue.isEmpty()) && (!found)) {

Node current = queue.poll();

explored.add(current);

if (current.value.equals(goal.value)) {

found = true;

}

for (Edge e : current.adjacencies) {

Node child = e.target;

double cost = e.cost;

double temp\_g\_scores = current.g\_scores + cost;

double temp\_f\_scores = temp\_g\_scores + child.h\_scores;

if ((explored.contains(child)) &&

(temp\_f\_scores >= child.f\_scores)) {

} else if ((!queue.contains(child)) ||

(temp\_f\_scores < child.f\_scores)) {

child.parent = current;

child.g\_scores = temp\_g\_scores;

child.f\_scores = temp\_f\_scores;

queue.remove(child);

queue.add(child);

}

}

}

}

}

class Node {

public final String value;

public final double h\_scores;

public double g\_scores;

public double f\_scores = 0;

public Edge[] adjacencies;

public Node parent;

public Node(String val, double hVal) {

value = val;

h\_scores = hVal;

}

public String toString() {

return value;

}

}

class Edge {

public final double cost;

public final Node target;

public Edge(Node targetNode, double costVal) {

target = targetNode;

cost = costVal;

}

}

OUTPUT:

![](data:image/png;base64,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)

RESULT:

Thus the java program for implementation A\* and memory bounded A\* Algorithms is executed and verified successfully.

# IMPLEMENT GENETIC ALGORITHMS FOR AI TASKS

EXPT NO: 4

### AIM:

To implement Genetic Algorithm for AI Tasks.

ALGORITHM:

Step 1: Start

Step 2: The first step is to create a population of random bit strings. We could use Boolean values True and False, string values ‘0’ and ‘1’, or integer values 0 and 1. In this case, we will use integer values

Step 3: To use a function named objective () as a generic objective function and call it to get a fitness score.

Step 4: We can then call this function one time for each position in the population to create a list of parents.

Step 5: End.

PROGRAM:

import java.util.Random;

public class SimpleDemoGA {

Population population = new Population();

Individual fittest;

Individual secondFittest;

int generationCount = 0;

public static void main(String[] args) {

Random rn = new Random();

SimpleDemoGA demo = new SimpleDemoGA();

demo.population.initializePopulation();

demo.population.calculateFitness();

System.out.println("Generation: " + demo.generationCount + " Fittest: " + demo.population.fittest);

while (demo.population.fittest < 5) {

++demo.generationCount;

demo.selection();

demo.crossover();

if (rn.nextInt() % 7 < 5) {

demo.mutation();

}

demo.addFittestOffspring();

demo.population.calculateFitness();

System.out.println("Generation: " + demo.generationCount + " Fittest: " + demo.population.fittest);

}

System.out.println("\nSolution found in generation " + demo.generationCount);

System.out.println("Fitness: " + demo.population.getFittest().fitness);

System.out.print("Genes: ");

for (int i = 0; i < 5; i++) {

System.out.print(demo.population.getFittest().genes[i]);

}

System.out.println();

}

void selection() {

fittest = population.getFittest();

secondFittest = population.getSecondFittest();

}

//Crossover

void crossover() {

Random rn = new Random();

int crossOverPoint = rn.nextInt(population.individuals[0].geneLength);

for (int i = 0; i < crossOverPoint; i++) {

int temp = fittest.genes[i];

fittest.genes[i] = secondFittest.genes[i];

secondFittest.genes[i] = temp;

}

}

void mutation() {

Random rn = new Random();

int mutationPoint = rn.nextInt(population.individuals[0].geneLength);

if (fittest.genes[mutationPoint] == 0) {

fittest.genes[mutationPoint] = 1;

} else {

fittest.genes[mutationPoint] = 0;

}

mutationPoint = rn.nextInt(population.individuals[0].geneLength);

if (secondFittest.genes[mutationPoint] == 0) {

secondFittest.genes[mutationPoint] = 1;

} else {

secondFittest.genes[mutationPoint] = 0;

}

}

Individual getFittestOffspring() {

if (fittest.fitness > secondFittest.fitness) {

return fittest;

}

return secondFittest;

}

void addFittestOffspring() {

fittest.calcFitness();

secondFittest.calcFitness();

int leastFittestIndex = population.getLeastFittestIndex();

population.individuals[leastFittestIndex] = getFittestOffspring();

}

}

class Individual {

int fitness;

int[] genes = new int[5];

int geneLength = 5;

public Individual() {

Random rn = new Random();

for (int i = 0; i < genes.length; i++) {

genes[i] = Math.abs(rn.nextInt() % 2);

}

fitness = 0;

}

public void calcFitness() {

fitness = 0;

for (int i = 0; i < 5; i++) {

if (genes[i] == 1) {

++fitness;

}

}

}

}

class Population {

Individual[] individuals = new Individual[10];

int fittest = 0;

public void initializePopulation() {

for (int i = 0; i < individuals.length; i++) {

individuals[i] = new Individual();

}

}

public Individual getFittest() {

int maxFit = Integer.MIN\_VALUE;

int maxFitIndex = 0;

for (int i = 0; i < individuals.length; i++) {

if (maxFit <= individuals[i].fitness) {

maxFit = individuals[i].fitness;

maxFitIndex = i;

}

}

fittest = individuals[maxFitIndex].fitness;

return individuals[maxFitIndex];

}

public Individual getSecondFittest() {

int maxFit1 = 0;

int maxFit2 = 0;

for (int i = 0; i < individuals.length; i++) {

if (individuals[i].fitness > individuals[maxFit1].fitness) {

maxFit2 = maxFit1;

maxFit1 = i;

} else if (individuals[i].fitness > individuals[maxFit2].fitness) {

maxFit2 = i;

}

}

return individuals[maxFit2];

}

public int getLeastFittestIndex() {

int minFitVal = Integer.MAX\_VALUE;

int minFitIndex = 0;

for (int i = 0; i < individuals.length; i++) {

if (minFitVal >= individuals[i].fitness) {

minFitVal = individuals[i].fitness;

minFitIndex = i;

}

}

return minFitIndex;

}

public void calculateFitness() {

for (Individual individual : individuals) {

individual.calcFitness();

}

getFittest();

}

}

OUTPUT:
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RESULT:

Thus the program to implement Genetic Algorithms for AI Tasks has been executed and verified successfully.

IMPLEMENT SIMULATED ANNEALING ALGORITHMS FOR AI TASKS

EXPT NO: 5

AIM:

To implement Simulated Annealing algorithms for AI Tasks.

ALGORITHM:

Step 1: Start

Step 2: initial\_temp = 90

final\_temp = .1

alpha = 0.01

current\_temp = initial\_temp

Step 3: Set initial state and set it as the solution. You can set it up as a particular state or generate it randomly.

current\_state = initial\_state

solution = current\_state

Step 4: Repeat this process until the current temperature is less than the final temperature.

while current\_temp > final\_temp

Step 5: For each iteration, we will get a random neighbor of the current state ( the following state that we of from the current state)

neighbor = random.choice(self.get\_neighbors())

cost\_diff = self.get\_cost(self.current\_state) = self.get\_cost(neighbour)

Step 6: End

PROGRAM:

import java.util.Arrays;

public class SimulatedAnnealing {

static final double Tmin = .0001;

static final double alpha = 0.9;

static final int numIterations = 100;

static final int M = 5, N = 5;

public static double T = 1;

public static void main(String[] args) {

String[][] sourceArray = new String[M][N];

Solution min = new Solution(Double.MAX\_VALUE, null);

Solution currentSol = genRandSol();

while (T > Tmin) {

for (int i = 0; i < numIterations; i++) {

if (currentSol.CVRMSE < min.CVRMSE) {

min = currentSol;

break;

}

Solution newSol = neighbor(currentSol);

double ap = Math.pow(Math.E,

(currentSol.CVRMSE - newSol.CVRMSE) / T);

if (ap > Math.random())

currentSol = newSol;

}

T \*= alpha;

}

System.out.println(min.CVRMSE + "\n\n");

for (String[] row : sourceArray) Arrays.fill(row, "X");

for (int object : min.config) {

int[] coord = indexToPoints(object);

sourceArray[coord[0]][coord[1]] = "-";

}

for (String[] row : sourceArray)

System.out.println(Arrays.toString(row));

}

public static Solution neighbor(Solution currentSol) {

return currentSol;

}

public static Solution genRandSol() {

int[] a = {1, 2, 3, 4, 5};

return new Solution(-1, a);

}

public static int[] indexToPoints(int index) {

return new int[]{index % M, index / M};

}

static class Solution {

public double CVRMSE;

public int[] config;

public Solution(double CVRMSE, int[] configuration) {

this.CVRMSE = CVRMSE;

config = configuration;

}

}

}

OUTPUT:
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RESULT:

Thus the program to implement Simulated Annealing algorithm for AI Tasks is executed and verified successfully.

IMPLEMENT ALPHA-BETA TREE SEARCH

EXPT NO: 6

AIM:

To implement Alpha-Beta Tree Search with MINIMAX

ALGORITHM:

Step 1: Start

Step 2: Start with the initial move and define the worst-class alpha and beta values, I.e, α = -∞ and β = +∞. Since the initial value of alpha is less than beta so we didn’t prune it. Now it’s my turn for MAX. So at node D, the value of alpha will be calculated.

Step 3: Now the next move will be on node B and its turn for MIN now, Som at node B, the value of alpha- beta will be MIN

Step 4: In the next step the algorithm again comes to node A from node B. At node A Alpha will be changed to maximum value as MAX

Step 5: At node F the value of Alpha will be compared to the left branch which is 0

Step 6: Now node F will return the node value 1 to C and will compare the beta value at C. Now its turn for MIN

Step 7: Return Output

Step 8: Stop

PROGRAM:

class CFG{

static int MAX = 1000;

static int MIN = -1000;

static int minmax(int depth, int nodeIndex, boolean maximizingPlayer,

int[] values, int alpha, int beta){

if (depth==3) return values[nodeIndex];

if (maximizingPlayer){

int best = MIN;

for (int i =0; i<2; i++){

int val = minmax(depth+1, nodeIndex\*2+i, false,

values, alpha, beta);

best = Math.max(best, val);

alpha = Math.max(alpha, best);

if (beta<=alpha) break;

}

return best;

}

else

{

int best = MAX;

for (int i = 0; i<2; i++){

int val = minmax(depth+1, nodeIndex\*2+i, true,

values, alpha, beta);

best = Math.min(best, val);

beta = Math.min(beta, best);

if (beta<=alpha) break;

}

return best;

}

}

public static void main(String[] args){

int[] values = {3, 5, 6, 9, 1, 2, 0, -1};

System.out.println("The Optimal Value is: "+

minmax(0, 0, true, values, MIN, MAX));

}

}

OUTPUT:

![](data:image/png;base64,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)

RESULT:

Thus the program to implement alpha-beta search with MINIMAX is executed and verified successfully.

Implement backtracking algorithms for CSP

Backtracking Algorithm

The idea is to place queens one by one in different columns, starting from the leftmost column. When we place a queen in a column, we check for clashes with already placed queens. In the current column, if we find a row for which there is no clash, we mark this row and column as part of the solution. If we do not find such a row due to clashes then we backtrack and return false.

1) Start in the leftmost column

2) If all queens are placed

return true

3) Try all rows in the current column.

Do following for every tried row.

a) If the queen can be placed safely in this row

then mark this [row, column] as part of the

solution and recursively check if placing

queen here leads to a solution.

b) If placing the queen in [row, column] leads to

a solution then return true.

c) If placing queen doesn't lead to a solution then

unmark this [row, column] (Backtrack) and go to

step (a) to try other rows.

4) If all rows have been tried and nothing worked,

return false to trigger backtracking.

Implementation of Backtracking solution

Program:

/\* Java program to solve N Queen Problem using

backtracking \*/

public class NQueenProblem {

final int N = 4;

/\* A utility function to print solution \*/

void printSolution(int board[][])

{

for (int i = 0; i < N; i++) {

for (int j = 0; j < N; j++)

System.out.print(" " + board[i][j]

+ " ");

System.out.println();

}

}

/\* A utility function to check if a queen can

be placed on board[row][col]. Note that this

function is called when "col" queens are already

placeed in columns from 0 to col -1. So we need

to check only left side for attacking queens \*/

boolean isSafe(int board[][], int row, int col)

{

int i, j;

/\* Check this row on left side \*/

for (i = 0; i < col; i++)

if (board[row][i] == 1)

return false;

/\* Check upper diagonal on left side \*/

for (i = row, j = col; i >= 0 && j >= 0; i--, j--)

if (board[i][j] == 1)

return false;

/\* Check lower diagonal on left side \*/

for (i = row, j = col; j >= 0 && i < N; i++, j--)

if (board[i][j] == 1)

return false;

return true;

}

/\* A recursive utility function to solve N

Queen problem \*/

boolean solveNQUtil(int board[][], int col)

{

/\* base case: If all queens are placed

then return true \*/

if (col >= N)

return true;

/\* Consider this column and try placing

this queen in all rows one by one \*/

for (int i = 0; i < N; i++) {

/\* Check if the queen can be placed on

board[i][col] \*/

if (isSafe(board, i, col)) {

/\* Place this queen in board[i][col] \*/

board[i][col] = 1;

/\* recur to place rest of the queens \*/

if (solveNQUtil(board, col + 1) == true)

return true;

/\* If placing queen in board[i][col]

doesn't lead to a solution then

remove queen from board[i][col] \*/

board[i][col] = 0; // BACKTRACK

}

}

/\* If the queen can not be placed in any row in

this column col, then return false \*/

return false;

}

/\* This function solves the N Queen problem using

Backtracking. It mainly uses solveNQUtil () to

solve the problem. It returns false if queens

cannot be placed, otherwise, return true and

prints placement of queens in the form of 1s.

Please note that there may be more than one

solutions, this function prints one of the

feasible solutions.\*/

boolean solveNQ()

{

int board[][] = { { 0, 0, 0, 0 },

{ 0, 0, 0, 0 },

{ 0, 0, 0, 0 },

{ 0, 0, 0, 0 } };

if (solveNQUtil(board, 0) == false) {

System.out.print("Solution does not exist");

return false;

}

printSolution(board);

return true;

}

// driver program to test above function

public static void main(String args[])

{

NQueenProblem Queen = new NQueenProblem();

Queen.solveNQ();

}

}

Output:

0 0 1 0

1 0 0 0

0 0 0 1

0 1 0 0

Implement local search algorithms for CSP